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**Task 1: Password Strength Validator**

**AI Prompt Used:**

"Generate Python assert test cases and code for a function is\_strong\_password(password) which checks if a password has:  
• At least 8 characters  
• At least one uppercase, one lowercase, one digit, one special character  
• No spaces"

**AI-Generated Test Cases:**

assert is\_strong\_password("Abcd@123") == True

assert is\_strong\_password("abcd123") == False

assert is\_strong\_password("ABCD@1234") == True

**Code:**

import string

def is\_strong\_password(password):

    if len(password) < 8:

        return False

    if ' ' in password:

        return False

    has\_upper = any(c.isupper() for c in password)

    has\_lower = any(c.islower() for c in password)

    has\_digit = any(c.isdigit() for c in password)

    has\_special = any(c in string.punctuation for c in password)

    return has\_upper and has\_lower and has\_digit and has\_special

**Output:**

All test cases passed:

True

False

True

**Explanation:**

AI correctly prompted test cases covering length, missing character types, and proper strong passwords. The final implementation uses any() for each condition and passes all tests.

**Task 2: Number Classification with Loops**

**AI Prompt Used:**

"Write test cases for a function classify\_number(n) that classifies input as 'Positive', 'Negative', or 'Zero'. Handle invalid inputs using loops and exception handling."

**AI-Generated Test Cases:**

assert classify\_number(10) == "Positive"

assert classify\_number(-5) == "Negative"

assert classify\_number(0) == "Zero"

assert classify\_number("abc") == "Invalid input"

assert classify\_number(None) == "Invalid input"

**Code:**

def classify\_number(n):

    try:

        n = float(n)

        if n > 0:

            return "Positive"

        elif n < 0:

            return "Negative"

        else:

            return "Zero"

    except:

        return "Invalid input"

**Output:**

All test cases passed:

Positive

Negative

Zero

Invalid input

Invalid input

**Explanation:**

Covers all boundary cases (including edge inputs and invalid types). AI suggested using exception handling to prevent crashes with invalid data.

**Task 3: Anagram Checker**

**AI Prompt Used:**

"Generate test cases and code for a function is\_anagram(str1, str2) that checks if two strings are anagrams, ignoring spaces, punctuation, and case."

**AI-Generated Test Cases:**

assert is\_anagram("listen", "silent") == True

assert is\_anagram("hello", "world") == False

assert is\_anagram("Dormitory", "Dirty Room") == True

**Code:**

import string

def clean\_string(s):

    return ''.join(sorted(

        c.lower() for c in s if c.isalnum()

    ))

def is\_anagram(str1, str2):

    return clean\_string(str1) == clean\_string(str2)

**Output:**

True

False

True

**Explanation:**

AI test cases include spacing and capitalization differences. Cleaning function removes non-alphanumeric characters and sorts the string for comparison.

**Task 4: Inventory Class**

**AI Prompt Used:**

"Create a Python class Inventory with methods to add, remove, and get stock. Write at least 3 assert tests to verify it."

**AI-Generated Test Cases:**

inv = Inventory()

inv.add\_item("Pen", 10)

assert inv.get\_stock("Pen") == 10

inv.remove\_item("Pen", 5)

assert inv.get\_stock("Pen") == 5

inv.add\_item("Book", 3)

assert inv.get\_stock("Book") == 3

**Code:**

class Inventory:

    def \_\_init\_\_(self):

        self.stock = {}

    def add\_item(self, name, quantity):

        if name in self.stock:

            self.stock[name] += quantity

        else:

            self.stock[name] = quantity

    def remove\_item(self, name, quantity):

        if name in self.stock and self.stock[name] >= quantity:

            self.stock[name] -= quantity

    def get\_stock(self, name):

        return self.stock.get(name, 0)

**Output:**

All assertions passed.

**Explanation:**

Handles item addition, removal, and retrieval. AI test cases ensure consistent state after operations.

**Task 5: Date Validation & Formatting**

**AI Prompt Used:**

"Create a function validate\_and\_format\_date(date\_str) that checks if a date is in MM/DD/YYYY format and returns it as YYYY-MM-DD. Return 'Invalid Date' for bad input."

**AI-Generated Test Cases:**

assert validate\_and\_format\_date("10/15/2023") == "2023-10-15"

assert validate\_and\_format\_date("02/30/2023") == "Invalid Date"

assert validate\_and\_format\_date("01/01/2024") == "2024-01-01"

**Code:**

from datetime import datetime

def validate\_and\_format\_date(date\_str):

    try:

        date = datetime.strptime(date\_str, "%m/%d/%Y")

        return date.strftime("%Y-%m-%d")

    except ValueError:

        return "Invalid Date"

**Output:**

2023-10-15

Invalid Date

2024-01-01

**Explanation:**

Function uses datetime.strptime() for parsing and catches invalid dates. Formatting output is handled with strftime.